**Data Engineering**

**Data engineering** is one of the most critical and foundational skills in any data scientist’s toolkit.

**Data Engineering Process**

There are several steps in Data Engineering process.

1. **Extract** - Data extraction is getting data from multiple sources. Ex. Data extraction from a website using Web scraping or gathering information from the data that are stored in different formats(JSON, CSV, XLSX etc.).
2. **Transform** - Tarnsforming the data means removing the data that we don't need for further analysis and converting the data in the format that all the data from the multiple sources is in the same format.
3. **Load** - Loading the data inside a data warehouse. Data warehouse essentially contains large volumes of data that are accessed to gather insights.

**Working with different file formats**

In the real-world, people rarely get neat tabular data. Thus, it is mandatory for any data scientist (or data engineer) to be aware of different file formats, common challenges in handling them and the best, most efficient ways to handle this data in real life. We have reviewed some of this content in other modules.

**File Format**

A file format is a standard way in which information is encoded for storage in a file. First, the file format specifies whether the file is a binary or ASCII file. Second, it shows how the information is organized. For example, the comma-separated values (CSV) file format stores tabular data in plain text.

To identify a file format, you can usually look at the file extension to get an idea. For example, a file saved with name “Data” in “CSV” format will appear as “Data.csv”. By noticing the “.csv” extension, we can clearly identify that it is a “CSV” file and the data is stored in a tabular format.

There are various formats for a dataset, .csv, .json, .xlsx etc. The dataset can be stored in different places, on your local machine or sometimes online.

**In this section, you will learn how to load a dataset into our Jupyter Notebook.**

Now, we will look at some file formats and how to read them in Python:

**Comma-separated values (CSV) file format**

The **Comma-separated values** file format falls under a spreadsheet file format.

In a spreadsheet file format, data is stored in cells. Each cell is organized in rows and columns. A column in the spreadsheet file can have different types. For example, a column can be of string type, a date type, or an integer type.

Each line in CSV file represents an observation, or commonly called a record. Each record may contain one or more fields which are separated by a comma.

**Reading data from CSV in Python**

The **Pandas** Library is a useful tool that enables us to read various datasets into a Pandas data frame

Let us look at how to read a CSV file in Pandas Library.

We use **pandas.read\_csv()** function to read the csv file. In the parentheses, we put the file path along with a quotation mark as an argument, so that pandas will read the file into a data frame from that address. The file path can be either a URL or your local file address.

**import** piplite

**await** piplite.install(['seaborn', 'lxml', 'openpyxl'])

​

**import** pandas **as** pd

**from** pyodide.http **import** pyfetch

​

filename **=** "https://cf-courses-data.s3.us.cloud-object-storage.appdomain.cloud/IBMDeveloperSkillsNetwork-PY0101EN-SkillsNetwork/labs/Module%205/data/addresses.csv"

​

**async** **def** download(url, filename):

response **=** **await** pyfetch(url)

**if** response.status **==** 200:

**with** open(filename, "wb") **as** f:

f.write(**await** response.bytes())

​

**await** download(filename, "addresses.csv")

​

df **=** pd.read\_csv("addresses.csv", header**=None**)

df
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**Adding column name to the DataFrame**

We can add columns to an existing DataFrame using its **columns** attribute.

df.columns **=**['First Name', 'Last Name', 'Location ', 'City','State','Area Code']

df
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**Selecting a single column**

To select the first column 'First Name', you can pass the column name as a string to the indexing operator.

df["First Name"]

0 John

1 Jack

2 John "Da Man"

3 Stephen

4 NaN

5 Joan "the bone", Anne

Name: First Name, dtype: object

**Selecting multiple columns**

To select multiple columns, you can pass a list of column names to the indexing operator.

df **=** df[['First Name', 'Last Name', 'Location ', 'City','State','Area Code']]

df

**Selecting rows using .iloc and .loc**

Now, let's see how to use .loc for selecting rows from our DataFrame.

**loc() : loc() is label based data selecting method which means that we have to pass the name of the row or column which we want to select.**

*# To select the first row*

df.loc[0]

First Name John

Last Name Doe

Location 120 jefferson st.

City Riverside

State NJ

Area Code 8075

Name: 0, dtype: object

[ ]:

*# To select the 0th,1st and 2nd row of "First Name" column only*

df.loc[[0,1,2], "First Name" ]

0 John

1 Jack

2 John "Da Man"

Name: First Name, dtype: object

Now, let's see how to use .iloc for selecting rows from our DataFrame.

**iloc() : iloc() is a indexed based selecting method which means that we have to pass integer index in the method to select specific row/column.**

*# To select the 0th,1st and 2nd row of "First Name" column only*

df.iloc[[0,1,2], 0]

0 John

1 Jack

2 John "Da Man"

Name: First Name, dtype: object

For more information please read the [documentation](https://pandas.pydata.org/pandas-docs/stable/user_guide/indexing.html?utm_medium=Exinfluencer&utm_source=Exinfluencer&utm_content=000026UJ&utm_term=10006555&utm_id=NA-SkillsNetwork-Channel-SkillsNetworkCoursesIBMDeveloperSkillsNetworkPY0101ENSkillsNetwork19487395-2021-01-01).

Let perform some basic transformation in pandas.

**Transform Function in Pandas**

Python’s Transform function returns a self-produced dataframe with transformed values after applying the function specified in its parameter.

Let's see how Transform function works.

*#import library*

**import** pandas **as** pd

**import** numpy **as** np

*#creating a dataframe*

df**=**pd.DataFrame(np.array([[1, 2, 3], [4, 5, 6], [7, 8, 9]]), columns**=**['a', 'b', 'c'])

df
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Let’s say we want to add 10 to each element in a dataframe:

*#applying the transform function*

df **=** df.transform(func **=** **lambda** x : x **+** 10)

df
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Now we will use DataFrame.transform() function to find the square root to each element of the dataframe.

result **=** df.transform(func **=** ['sqrt'])

result

![](data:image/png;base64,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)

For more information about the **transform()** function please read the [documentation](https://pandas.pydata.org/pandas-docs/stable/reference/api/pandas.DataFrame.transform.html?utm_medium=Exinfluencer&utm_source=Exinfluencer&utm_content=000026UJ&utm_term=10006555&utm_id=NA-SkillsNetwork-Channel-SkillsNetworkCoursesIBMDeveloperSkillsNetworkPY0101ENSkillsNetwork19487395-2021-01-01).

**JSON file Format**

**JSON (JavaScript Object Notation)** is a lightweight data-interchange format. It is easy for humans to read and write.

JSON is built on two structures:

1. A collection of name/value pairs. In various languages, this is realized as an object, record, struct, dictionary, hash table, keyed list, or associative array.
2. An ordered list of values. In most languages, this is realized as an array, vector, list, or sequence.

JSON is a language-independent data format. It was derived from JavaScript, but many modern programming languages include code to generate and parse JSON-format data. It is a very common data format with a diverse range of applications.

The text in JSON is done through quoted string which contains the values in key-value mappings within { }. It is similar to the dictionary in Python.

Python supports JSON through a built-in package called **json**. To use this feature, we import the json package in Python script.

**import** json

**Writing JSON to a File**

This is usually called **serialization**. It is the process of converting an object into a special format which is suitable for transmitting over the network or storing in file or database.

To handle the data flow in a file, the JSON library in Python uses the **dump()** or **dumps()** function to convert the Python objects into their respective JSON object. This makes it easy to write data to files.

**import** json

person **=** {

'first\_name' : 'Mark',

'last\_name' : 'abc',

'age' : 27,

'address': {

"streetAddress": "21 2nd Street",

"city": "New York",

"state": "NY",

"postalCode": "10021-3100"

}

}

**serialization using dump() function**

**json.dump()** method can be used for writing to JSON file.

Syntax: json.dump(dict, file\_pointer)

Parameters:

1. **dictionary** – name of the dictionary which should be converted to JSON object.
2. **file pointer** – pointer of the file opened in write or append mode.

**with** open('person.json', 'w') **as** f: *# writing JSON object*

json.dump(person, f)

**serialization using dumps() function**

**json.dumps()** that helps in converting a dictionary to a JSON object.

It takes two parameters:

1. **dictionary** – name of the dictionary which should be converted to JSON object.
2. **indent** – defines the number of units for indentation

*# Serializing json*

json\_object **=** json.dumps(person, indent **=** 4)

*# Writing to sample.json*

**with** open("sample.json", "w") **as** outfile:

outfile.write(json\_object)

print(json\_object)

{

"first\_name": "Mark",

"last\_name": "abc",

"age": 27,

"address": {

"streetAddress": "21 2nd Street",

"city": "New York",

"state": "NY",

"postalCode": "10021-3100"

}

}

Our Python objects are now serialized to the file. To deserialize it back to the Python object, we use the load() function.

**Reading JSON to a File**

This process is usually called **Deserialization** - it is the reverse of serialization. It converts the special format returned by the serialization back into a usable object.

**Using json.load()**

The JSON package has json.load() function that loads the json content from a json file into a dictionary.

It takes one parameter:

File pointer: A file pointer that points to a JSON file.

**import** json

*# Opening JSON file*

**with** open('sample.json', 'r') **as** openfile:

*# Reading from json file*

json\_object **=** json.load(openfile)

print(json\_object)

print(type(json\_object))

{'first\_name': 'Mark', 'last\_name': 'abc', 'age': 27, 'address': {'streetAddress': '21 2nd Street', 'city': 'New York', 'state': 'NY', 'postalCode': '10021-3100'}}

<class 'dict'>

**XLSX file format**

**XLSX** is a Microsoft Excel Open XML file format. It is another type of Spreadsheet file format.

In XLSX data is organized under the cells and columns in a sheet.

**Reading the data from XLSX file**

Let’s load the data from XLSX file and define the sheet name. For loading the data you can use the Pandas library in python.

**import** pandas **as** pd

*# Not needed unless you're running locally*

*# import urllib.request*

*# urllib.request.urlretrieve("https://cf-courses-data.s3.us.cloud-object-storage.appdomain.cloud/IBMDeveloperSkillsNetwork-PY0101EN-SkillsNetwork/labs/Module%205/data/file\_example\_XLSX\_10.xlsx", "sample.xlsx")*

​

filename **=** "https://cf-courses-data.s3.us.cloud-object-storage.appdomain.cloud/IBMDeveloperSkillsNetwork-PY0101EN-SkillsNetwork/labs/Module%205/data/file\_example\_XLSX\_10.xlsx"

​

**async** **def** download(url, filename):

response **=** **await** pyfetch(url)

**if** response.status **==** 200:

**with** open(filename, "wb") **as** f:

f.write(**await** response.bytes())

​

**await** download(filename, "file\_example\_XLSX\_10.xlsx")

​

df **=** pd.read\_excel("file\_example\_XLSX\_10.xlsx")

df

**XML file format**

**XML is also known as Extensible Markup Language**. As the name suggests, it is a markup language. It has certain rules for encoding data. XML file format is a human-readable and machine-readable file format.

Pandas does not include any methods to read and write XML files. Here, we will take a look at how we can use other modules to read data from an XML file, and load it into a Pandas DataFrame.

**Writing with xml.etree.ElementTree**

The **xml.etree.ElementTree** module comes built-in with Python. It provides functionality for parsing and creating XML documents. ElementTree represents the XML document as a tree. We can move across the document using nodes which are elements and sub-elements of the XML file.

For more information please read the [xml.etree.ElementTree](https://docs.python.org/3/library/xml.etree.elementtree.html?utm_medium=Exinfluencer&utm_source=Exinfluencer&utm_content=000026UJ&utm_term=10006555&utm_id=NA-SkillsNetwork-Channel-SkillsNetworkCoursesIBMDeveloperSkillsNetworkPY0101ENSkillsNetwork19487395-2021-01-01" \t "_blank) documentation.

**import** xml.etree.ElementTree **as** ET

​

*# create the file structure*

employee **=** ET.Element('employee')

details **=** ET.SubElement(employee, 'details')

first **=** ET.SubElement(details, 'firstname')

second **=** ET.SubElement(details, 'lastname')

third **=** ET.SubElement(details, 'age')

first.text **=** 'Shiv'

second.text **=** 'Mishra'

third.text **=** '23'

​

*# create a new XML file with the results*

mydata1 **=** ET.ElementTree(employee)

*# myfile = open("items2.xml", "wb")*

*# myfile.write(mydata)*

**with** open("new\_sample.xml", "wb") **as** files:

mydata1.write(files)

**Reading with xml.etree.ElementTree**

Let's have a look at a one way to read XML data and put it in a Pandas DataFrame. You can see the XML file in the Notepad of your local machine.

*# Not needed unless running locally*

*# !wget https://cf-courses-data.s3.us.cloud-object-storage.appdomain.cloud/IBMDeveloperSkillsNetwork-PY0101EN-SkillsNetwork/labs/Module%205/data/Sample-employee-XML-file.xml*

​

**import** xml.etree.ElementTree **as** etree

​

filename **=** "https://cf-courses-data.s3.us.cloud-object-storage.appdomain.cloud/IBMDeveloperSkillsNetwork-PY0101EN-SkillsNetwork/labs/Module%205/data/Sample-employee-XML-file.xml"

​

**async** **def** download(url, filename):

response **=** **await** pyfetch(url)

**if** response.status **==** 200:

**with** open(filename, "wb") **as** f:

f.write(**await** response.bytes())

​

**await** download(filename, "Sample-employee-XML-file.xml")

You would need to firstly parse an XML file and create a list of columns for data frame, then extract useful information from the XML file and add to a pandas data frame.

Here is a sample code that you can use.:

tree **=** etree.parse("Sample-employee-XML-file.xml")

​

root **=** tree.getroot()

columns **=** ["firstname", "lastname", "title", "division", "building","room"]

​

datatframe **=** pd.DataFrame(columns **=** columns)

​

**for** node **in** root:

​

firstname **=** node.find("firstname").text

​

lastname **=** node.find("lastname").text

​

title **=** node.find("title").text

division **=** node.find("division").text

building **=** node.find("building").text

room **=** node.find("room").text

datatframe **=** datatframe.append(pd.Series([firstname, lastname, title, division, building, room], index **=** columns), ignore\_index **=** **True**)

datatframe

**Reading xml file using pandas.read\_xml function**

We can also read the downloaded xml file using the read\_xml function present in the pandas library which returns a Dataframe object.

For more information read the [pandas.read\_xml](https://pandas.pydata.org/pandas-docs/dev/reference/api/pandas.read_xml.html?utm_medium=Exinfluencer&utm_source=Exinfluencer&utm_content=000026UJ&utm_term=10006555&utm_id=NA-SkillsNetwork-Channel-SkillsNetworkCoursesIBMDeveloperSkillsNetworkPY0101ENSkillsNetwork19487395-2021-01-01" \l "pandas-read-xml" \t "_blank) documentation.

*# Herein xpath we mention the set of xml nodes to be considered for migrating to the dataframe which in this case is details node under employees.*

df**=**pd.read\_xml("Sample-employee-XML-file.xml", xpath**=**"/employees/details")

**Save Data**

Correspondingly, Pandas enables us to save the dataset to csv by using the **dataframe.to\_csv()** method, you can add the file path and name along with quotation marks in the parentheses.

For example, if you would save the dataframe df as **employee.csv** to your local machine, you may use the syntax below:

datatframe.to\_csv("employee.csv", index**=False**)

We can also read and save other file formats, we can use similar functions to **pd.read\_csv()** and **df.to\_csv()** for other data formats. The functions are listed in the following table:

**Read/Save Other Data Formats**

| **Data Formate** | **Read** | **Save** |
| --- | --- | --- |
| csv | pd.read\_csv() | df.to\_csv() |
| json | pd.read\_json() | df.to\_json() |
| excel | pd.read\_excel() | df.to\_excel() |
| hdf | pd.read\_hdf() | df.to\_hdf() |
| sql | pd.read\_sql() | df.to\_sql() |
| ... | ... | ... |

Let's move ahead and perform some **Data Analysis**.

**Binary File Format**

"Binary" files are any files where the format isn't made up of readable characters. It contain formatting information that only certain applications or processors can understand. While humans can read text files, binary files must be run on the appropriate software or processor before humans can read them.

Binary files can range from image files like JPEGs or GIFs, audio files like MP3s or binary document formats like Word or PDF.

Let's see how to read an **Image** file.

**Reading the Image file**

Python supports very powerful tools when it comes to image processing. Let’s see how to process the images using the **PIL** library.

PIL is the Python Imaging Library which provides the python interpreter with image editing capabilities.

*# importing PIL*

**from** PIL **import** Image

​

*# Uncomment if running locally*

*# import urllib.request*

*# urllib.request.urlretrieve("https://hips.hearstapps.com/hmg-prod.s3.amazonaws.com/images/dog-puppy-on-garden-royalty-free-image-1586966191.jpg", "dog.jpg")*

​

filename **=** "https://hips.hearstapps.com/hmg-prod.s3.amazonaws.com/images/dog-puppy-on-garden-royalty-free-image-1586966191.jpg"

​

**async** **def** download(url, filename):

response **=** **await** pyfetch(url)

**if** response.status **==** 200:

**with** open(filename, "wb") **as** f:

f.write(**await** response.bytes())

​

**await** download(filename, "dog.jpg")

*# Read image*

img **=** Image.open('dog.jpg')

*# Output Images*

display(img)

**Data Analysis**

In this section, you will learn how to approach data acquisition in various ways and obtain necessary insights from a dataset. By the end of this lab, you will successfully load the data into Jupyter Notebook and gain some fundamental insights via the Pandas Library.

In our case, the **Diabetes Dataset** is an online source and it is in CSV (comma separated value) format. Let's use this dataset as an example to practice data reading.

**About this Dataset**

**Context:** This dataset is originally from the **National Institute of Diabetes and Digestive and Kidney Diseases**. The objective of the dataset is to diagnostically predict whether or not a patient has diabetes, based on certain diagnostic measurements included in the dataset. Several constraints were placed on the selection of these instances from a larger database. In particular, all patients here are females at least 21 years of age of Pima Indian heritage.

**Content:** The datasets consists of several medical predictor variables and one target variable, Outcome. Predictor variables includes the number of pregnancies the patient has had, their BMI, insulin level, age, and so on.

We have 768 rows and 9 columns. The first 8 columns represent the features and the last column represent the target/label.

*# Import pandas library*

**import** pandas **as** pd

filename **=** "https://cf-courses-data.s3.us.cloud-object-storage.appdomain.cloud/IBMDeveloperSkillsNetwork-PY0101EN-SkillsNetwork/labs/Module%205/data/diabetes.csv"

​

**async** **def** download(url, filename):

response **=** **await** pyfetch(url)

**if** response.status **==** 200:

**with** open(filename, "wb") **as** f:

f.write(**await** response.bytes())

​

**await** download(filename, "diabetes.csv")

df **=** pd.read\_csv("diabetes.csv")

After reading the dataset, we can use the **dataframe.head(n)** method to check the top n rows of the dataframe, where n is an integer. Contrary to **dataframe.head(n)**, **dataframe.tail(n)** will show you the bottom n rows of the dataframe.

*# show the first 5 rows using dataframe.head() method*

print("The first 5 rows of the dataframe")

df.head(5)

To view the dimensions of the dataframe, we use the **.shape** parameter.

df.shape

**Statistical Overview of dataset**

df.info()

This method prints information about a DataFrame including the index dtype and columns, non-null values and memory usage.

df.describe()

Pandas **describe()** is used to view some basic statistical details like percentile, mean, standard deviation, etc. of a data frame or a series of numeric values. When this method is applied to a series of strings, it returns a different output

**Identify and handle missing values**

We use Python's built-in functions to identify these missing values. There are two methods to detect missing data:

**.isnull()**

**.notnull()**

The output is a boolean value indicating whether the value that is passed into the argument is in fact missing data.

missing\_data **=** df.isnull()

missing\_data.head(5)

"True" stands for missing value, while "False" stands for not missing value.

**Count missing values in each column**

Using a for loop in Python, we can quickly figure out the number of missing values in each column. As mentioned above, "True" represents a missing value, "False" means the value is present in the dataset. In the body of the for loop the method ".value\_counts()" counts the number of "True" values.

**for** column **in** missing\_data.columns.values.tolist():

print(column)

print (missing\_data[column].value\_counts())

print("")

As you can see above, there is no missing values in the dataset.

**Correct data format**

Check all data is in the correct format (int, float, text or other).

In Pandas, we use

**.dtype()** to check the data type

**.astype()** to change the data type

Numerical variables should have type **'float'** or **'int'**.

df.dtypes

As we can see above, All columns have the correct data type.

**Visualization**

**Visualization** is one of the best way to get insights from the dataset. **Seaborn** and **Matplotlib** are two of Python's most powerful visualization libraries.

*# import libraries*

**import** matplotlib.pyplot **as** plt

**import** seaborn **as** sns

labels**=** 'Diabetic','Not Diabetic'

plt.pie(df['Outcome'].value\_counts(),labels**=**labels,autopct**=**'%0.02f%%')

plt.legend()

plt.show()

As you can see above, 65.10% females are Diabetic and 34.90% are Not Diabetic.